Assignment Day 2

## Majority Elements Sol-

#include <iostream> using namespace std;

int majorityElement (int nums[], int n) { int candidate = nums[0];

int count = 1;

for (int i = 1; i < n; ++i) { if (count == 0) {

candidate = nums[i]; count = 1;

} else if (nums[i] == candidate) { count++;

} else {

count--;

}

}

return candidate;

}

int main() { int n;

cout << "Enter the size of the array: "; cin >> n;

int nums[n];

cout << "Enter the elements of the array: "; for (int i = 0; i < n; ++i) {

cin >> nums[i];

}

int result = majorityElement(nums, n);

cout << "The majority element is: " << result << endl; return 0;

}

**Output –**
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1. **Single Number**

**Sol-**

#include <iostream> using namespace std;

int singleNumber(int nums[], int n) { int result = 0;

for (int i = 0; i < n; ++i) { result ^= nums[i];

}

return result;

}

int main() { int n;

cout << "Enter the size of the array: "; cin >> n;

int nums[n];

cout << "Enter the elements of the array: "; for (int i = 0; i < n; ++i) {

cin >> nums[i];

}

int result = singleNumber(nums, n);

cout << "The element that appears only once is: " << result << endl;

return 0;

}

**Output-**
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1. [**Convert Sorted Array to Binary Search Tree**](https://leetcode.com/problems/convert-sorted-array-to-binary-search-tree/)

**Sol-**

#include <iostream> using namespace std; struct TreeNode {

int val; TreeNode\* left; TreeNode\* right;

TreeNode(int value) : val(value), left(nullptr), right(nullptr) {}

};

TreeNode\* sortedArrayToBST(int arr[], int start, int end) { if (start > end) {

return nullptr;

}

int mid = start + (end - start) / 2;

TreeNode\* node = new TreeNode(arr[mid]);

node->left = sortedArrayToBST(arr, start, mid - 1); node->right = sortedArrayToBST(arr, mid + 1, end); return node;

}

void inorderTraversal(TreeNode\* root) { if (root == nullptr) {

return;

}

inorderTraversal(root->left); cout << root->val << " "; inorderTraversal(root->right);

}

int main() { int n;

cout << "Enter the number of elements in the sorted array: "; cin >> n;

int arr[n];

cout << "Enter the sorted elements of the array: "; for (int i = 0; i < n; i++) {

cin >> arr[i];

}

TreeNode\* root = sortedArrayToBST(arr, 0, n - 1); cout << "Inorder traversal of the constructed BST: "; inorderTraversal(root);

cout << endl; return 0;

}

**Output-**
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## Merge Two Sorted Lists

**Sol-**

#include <iostream> using namespace std; struct ListNode {

int val; ListNode\* next;

ListNode(int x) : val(x), next(NULL) {}

};

ListNode\* mergeTwoLists(ListNode\* list1, ListNode\* list2) { ListNode\* dummy = new ListNode(0);

ListNode\* current = dummy;

while (list1 != NULL && list2 != NULL) { if (list1->val < list2->val) {

current->next = list1; list1 = list1->next;

} else {

current->next = list2; list2 = list2->next;

}

current = current->next;

}

if (list1 != NULL) { current->next = list1;

} else if (list2 != NULL) { current->next = list2;

}

return dummy->next;

}

void printList(ListNode\* head) { if (head == NULL) {

cout << "Empty list" << endl; return;

}

while (head != NULL) { cout << head->val;

if (head->next != NULL) cout << " -> "; head = head->next;

}

cout << endl;

}

ListNode\* createList() {

int n;

cout << "Enter the number of elements in the list: "; cin >> n;

if (n == 0) return NULL; int val;

cout << "Enter the elements of the list (in sorted order): "; cin >> val;

ListNode\* head = new ListNode(val); ListNode\* current = head;

for (int i = 1; i < n; ++i) { cin >> val;

current->next = new ListNode(val); current = current->next;

}

return head;

}

int main() {

cout << "Enter the first linked list:" << endl; ListNode\* list1 = createList();

cout << "Enter the second linked list:" << endl; ListNode\* list2 = createList();

ListNode\* mergedList = mergeTwoLists(list1, list2); cout << "Merged Linked List: "; printList(mergedList);

return 0;

}

**Output-**
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## Linked List Cycle

**Sol-**

#include <iostream> using namespace std; struct ListNode {

int val; ListNode\* next;

ListNode(int x) : val(x), next(NULL) {}

};

bool hasCycle(ListNode\* head) { if (head == NULL) return false; ListNode\* slow = head; ListNode\* fast = head;

while (fast != NULL && fast->next != NULL) { slow = slow->next;

fast = fast->next->next; if (slow == fast) {

return true;

}

}

return false;

}

ListNode\* createListWithCycle() { int n, pos;

cout << "Enter the number of nodes in the linked list: "; cin >> n;

if (n == 0) return NULL;

cout << "Enter the node values (space-separated): "; int val;

cin >> val;

ListNode\* head = new ListNode(val); ListNode\* current = head;

ListNode\* cycleNode = NULL; for (int i = 1; i < n; ++i) {

cin >> val;

current->next = new ListNode(val); current = current->next;

}

cout << "Enter the position where the tail should connect to (or -1 for no cycle): "; cin >> pos;

if (pos != -1) {

ListNode\* cyclePointer = head; for (int i = 0; i < pos; ++i) {

cyclePointer = cyclePointer->next;

}

current->next = cyclePointer;

}

return head;

}

void printList(ListNode\* head) { while (head != NULL) {

cout << head->val << " -> "; head = head->next;

}

cout << "NULL" << endl;

}

int main() {

ListNode\* head = createListWithCycle();

cout << "Has cycle: " << (hasCycle(head) ? "true" : "false") << endl; return 0;

}

**Output –**
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## Pascal's Triangle

**Sol –**

#include <iostream> using namespace std;

void generatePascal(int numRows) { int\*\* triangle = new int\*[numRows]; for (int i = 0; i < numRows; ++i) {

triangle[i] = new int[i + 1]; triangle[i][0] = triangle[i][i] = 1; for (int j = 1; j < i; ++j) {

triangle[i][j] = triangle[i - 1][j - 1] + triangle[i - 1][j];

}

}

cout << "Pascal's Triangle: " << endl; for (int i = 0; i < numRows; ++i) {

for (int j = 0; j <= i; ++j) { cout << triangle[i][j] << " ";

}

cout << endl;

}

for (int i = 0; i < numRows; ++i) { delete[] triangle[i];

}

delete[] triangle;

}

int main() {

int numRows;

cout << "Enter the number of rows: "; cin >> numRows; generatePascal(numRows);

return 0;

}

**Output –**
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## Remove Element Sol –

#include <iostream> using namespace std;

int removeDuplicates(int nums[], int numsSize) { if (numsSize == 0) return 0;

int i = 0;

for (int j = 1; j < numsSize; ++j) { if (nums[j] != nums[i]) {

i++;

nums[i] = nums[j];

}

}

return i + 1;

}

void printArray(int nums[], int numsSize) { for (int i = 0; i < numsSize; ++i) {

cout << nums[i] << " ";

}

cout << endl;

}

int main() {

int numsSize;

cout << "Enter the number of elements in the array: "; cin >> numsSize;

int nums[numsSize];

cout << "Enter the elements of the array: "; for (int i = 0; i < numsSize; ++i) {

cin >> nums[i];

}

int k = removeDuplicates(nums, numsSize);

cout << "Number of unique elements: " << k << endl; cout << "Array after removing duplicates: "; printArray(nums, k);

return 0;

}

**Output –**
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1. **Baseball GameSol –** #include <iostream> #include <string>

using namespace std;

int calculateScore(string ops[], int opsSize) { int record[opsSize];

int top = -1;

for (int i = 0; i < opsSize; ++i) { if (ops[i] == "C") {

top--;

} else if (ops[i] == "D") { record[++top] = 2 \* record[top];

} else if (ops[i] == "+") {

record[++top] = record[top - 1] + record[top];

} else {

record[++top] = stoi(ops[i]);

}

}

int totalSum = 0;

for (int i = 0; i <= top; ++i) { totalSum += record[i];

}

return totalSum;

}

int main() { int n;

cout << "Enter the number of operations: "; cin >> n;

cin.ignore(); string ops[n];

cout << "Enter the operations (space-separated): "; for (int i = 0; i < n; ++i) {

cin >> ops[i];

}

int result = calculateScore(ops, n);

cout << "The total score is: " << result << endl; return 0;

}

**Output –**

**![](data:image/png;base64,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)**

## Remove Linked List Elements Sol-

#include <iostream> using namespace std; struct ListNode {

int val; ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

ListNode\* removeElements(ListNode\* head, int val) { ListNode\* dummy = new ListNode(-1);

dummy->next = head; ListNode\* current = dummy; while (current->next != nullptr) {

if (current->next->val == val) { ListNode\* temp = current->next; current->next = current->next->next; delete temp;

} else {

current = current->next;

}

}

head = dummy->next; delete dummy;

return head;

}

void printList(ListNode\* head) { while (head != nullptr) {

cout << head->val << " "; head = head->next;

}

cout << endl;

}

ListNode\* createList() {

int n, val;

cout << "Enter the number of nodes: "; cin >> n;

if (n == 0) return nullptr; cout << "Enter the values: "; cin >> val;

ListNode\* head = new ListNode(val); ListNode\* current = head;

for (int i = 1; i < n; ++i) { cin >> val;

current->next = new ListNode(val); current = current->next;

}

return head;

}

int main() {

ListNode\* head = createList(); int valToRemove;

cout << "Enter the value to remove: "; cin >> valToRemove;

head = removeElements(head, valToRemove); cout << "Modified list: ";

printList(head); return 0;

}

**Output –**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAU4AAADaCAIAAABGsTzfAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAR8ElEQVR4nO3dK5CDTLYH8LO712whvqm6VVGprwqDGoNdHPpi2o/AxbdGRbcfh0Ct6RX4iK1Cs2JUDGJHRY3BX8EjkDQN5Dmk/z81kwccOpzQ3cDJX/78808CgFf312cHAACP8Gqp7kWJlCJ8dhgavy5CL0pkK4m8B63xNzWBEf7npksLhQxWufjYZjdd7NPX9bq8KOGuVaSMx88OBe5LleqhkIF98hh2hpfk+Y5FZS5N+GhVuzURlaYcLgaP6shtYxy+TdjTKebsZIcOhQxW+50RWz+3A+9FCXf24uObNV+Q1Xdi1Q2sX+RyKTl1nm3f2ryk83DTDT8ucexLZsK6qPsV3n98IIz5m9ws69CJttmYnZ9wZy92bzywqTxuXZmLj+2FEc5vqPMVXX8I07TG2LoGDqrNUgc+FH3woZCBfek2eZFvU5mbkukXTMtZLpf+j2CMMZYWlstFSNn2o/6fqMyr5xhjrLOfcveQVg+KnFzenf6xXC4DSusnSzvQzg2NrYuI7KBdXlpY7qZZnD6MeZs8ytn4P0LkpeVskoBSlhZkOX61unLl9yJsF3jLhqqXJ4NV00oiJ5dLEVaPSykldy0iO2hn5aZs2FBrDK2Lqnm441NM5GUvxKFNDoUM7CJtPuHd26a/veG7TXRs1XlC5lpU7IzouxPRZTPwRdqkVfxVEK3WIy3tRb5NRdocgbLtZ15aLjvuVWUumuNTttuXZL05F4TVi7BZXvzVZthoGNoFzttkIss61LuRZR2alTYbZlnHzkAs85JsP/Ju31D18tovwWz7Wa8r5p2kOybTxDGbqjWG11VlVZl/qrJKt8neekVUfLUhxfzk6B1/FURUXtIFrw/pRkxS1AZTvfNVf3IOptP4k3i+Y/XflH0feunSHSxm24+pe9wgZYTjYcxc4OT3lD973QKz7wOR9ZbdvKGqObfeym/yTapqjeF1ZRS+20P5qN3k7PtAZAearkbM+925yYw7pNNDpuWct7qTGPQeLgdefi+/JAyF/U8VxF0iVM25rdYe0R32cuW6tO/Qb3LM2T5KuFs/f7O5cgMP6XTr8+pK+5+S6PD0Cf1fEoaC82ZR+fPACB855X7QPju6ydn2IyOqZ+5cnkR0fbZXh/TUqEM63fpquf2Pons4vZ98/bo07hRGRzVLdNnbDt+3jzDb7Uuy37vd3/MO893Xdf5Jhaw9gzJ5k7Pth8jPPvBQzL/Az8xDOt061avRlX/S9rHMy4nT1levS+PmYVQRvLfzz0PnkrRCEbTzUreOMNvuCrKDdnletHGtO+3lmnVVXwP1J+VFSbAq20GJbpND0c1ixWzAJTPwJo7SK4Md+JMB1MShe8zFOuHt2e56dJVtP7JQyN4Sr58LUK9L4+ZhVBHUyytSJtYJH+1mZLv9xnWPQZS5YMdp65tHyKi7vHteGDW8rmz74QgZVJ9UkbIPEu0GajY55p9R0l43oQg+/ioC254zA+9Fvn3ZLOvy/QU3sQKY4NXubAMAJaQ6gBGQ6gBGQKoDGAGpDmAEpDqAEZDqAEZAqgMY4QG3uzzUWWWYZ8Yxp9oNwH3d9qgeigeVF37wuubr1soB+AVQMdZsde8DHY/Xh4qxxvKihLuUp3kZuM+OBe4PFWNHN9il/ut6j/WimVyCVllnVt9Q/Y26vnxqKLizF2ybeVEy4eWwePOn5SyXSycXjGXV3sVFmPG6VsjQL640pT95TNW+3CsnYrlcukXKWFw9GSTRfnh/zUbWRUR2IO16eaGQwSbysm02GoZyZbv9xnUd36OseVVVcSGtF7ihT8aO31rXlknRRNh7qr6ZO+t+Dxxv3s4mBHBeFR1eGyrG6utAVPF0ih/06rj0apjGMi8vrVRcL/tJ5VPBBKgYO/JFlW13nQLu2opN2be+kNqYZ5VPBSOgYuzoG+OvIgjqfrHnO72KTb2h+sTlXRjhvcqngiFQMXbcMdfJd6xjF/nsV0xDIQN9MeTrIrxH+VQwBSrGThDLvLQc3/P6mX6bXzE91pl9QvlUMAcqxk5a125fWg5jjtWpNVr9KksziveiZFrJWE2d2YeXTwWDoGLspDCqk242FWnnxf0AipSl700Hvj+Gr19SR6ipM/vA8qknswz9EOEFoWIsgBFwEyuAEZDqAEZAqgMYAakOYASkOoARkOoARkCqAxgBqQ5gBKQ6gBGQ6gBGUF8DP79iGgD8aoqjel0rkrG6kLnlctwaCbBwf/vjjz9OHvrvv//1z3/9+7/1f/8pnf/7x5//+/fv40MAsDgYqwMYYTzVnTerX+gRAJZnLNVDEdjzi8QCwC+jTfWqHFKZC/ykE8DCDae6FyWB3f19BwBYroFUr0+s4zcaAV6EKtWR5wAvR1FGUvXz6rhmDmDZUDEWwAi4hAbACEh1ACMg1QGMgFQHMAJSHcAISHUAIyDVAYyAVAcwAlIdwAhIdQAjqCvGElH/Wnjc+gKwbLri0EXKGPIb4CWob2LduBaO4wCvRJHqIXOtMpfIc4AXct6B99YrosO3IyRvRuq4Vx1g6c6P6s6bRWQH718Mv+8C8DIGTrYV6XGgHvO0IMvxkesAy3We6vuf8glxAMBdnad69n0gWq07x/B69I7BOsByKTrwscxLy900g3Mv2mBGHmDpBspI9n5gHafYARYPFWMBjIDbXQCMgFQHMAJSHcAISHUAIyDVAYyAVAcwAlIdwAhIdQAjINUBjIBUBzCCqoxkt1QsoQYNwCsYvQY+FDKwke0ACzfagY9lXpL15jwiGAC4F4zVAYwwluooTAHwEgZ+yKlbmqJIGcbpAAs3XpoC83IAL2B8rI7a0AAvANNyAEYYTXUvSgKbih267wBLppiW61WLJSpzgWk5gKVDxVgAI2CsDmAEpDqAEZDqAEZAqgMYAakOYASkOoARkOoARkCqAxgBqQ5gBKQ6gBEGSlPU6tqxuFsdYOl0R/VQdGtEA8CCDae6F/k2FWlaPDAaALiToVT3oo1rFSlH+UiAl6BOdSQ6wItRpnrIUBAa4LUoUj0UgV3mn5hyB3ghZ6mORAd4RacFp05+hbULZ9cBlmvSL7GukOQAC4cLYwGMgIqxAEbAUR3ACEh1ACMg1QGMgFQHMAJSHcAISHUAIyDVAYyAVAcwAlIdwAhIdQAjqCrGKu5uK1KGkjQACzZUHBp3rAK8FHTgAYyAVAcwwlAH3nK5lLz6GwN1gMUbvV/dixLuWhi6AyzbaAc+237mJVmO7z0iHAC4jwlj9ez7QGS9OfcPBgDuZUKqh+82UfGF0TrAgo2luhclgU34TSeAhVPMwFcTce2/mH8HeAGoGAtgBFxCA2AEpDqAEZDqAEZAqgMYAakOYASkOoARkOoARkCqAxgBqQ5gBKQ6gBGGqtBQv3AsLoQHWDZ1qld3vBQpY8hvgJeg6sB70ca1cBwHeCWKVA+Za5W5RJ4DvJDzDry3XhEdvh0heTNSRxFJgKU7P6o7bxaRHbx/sVpaWC5PIpSRBFiwgZNt3QpTMU8LlIwFWLbzVN//lE+IAwDu6jzVs+8D0WrdOYbXo3cM1gGWS9GBj2VeWu6mGZx70QYz8gBLN1BGslc1FqfYARYPFWMBjIDbXQCMgFQHMAJSHcAISHUAIyDVAYyAVAcwAlIdwAhIdQAjaGrLLZIXJdw9PP/yvu7lhrjdH36B2x7VQyHlo+5sf+S65su2H/XN/o9Z3+9uDfgFVEf1bqnYBq6Dh1dhaCnkwQ68QW0AxjC5FPK8sboXJdzZi49v1nwvVuPQ3o1wLpeSU+fZ9q2KwWsoZLDKu0sc+5KZsC7qfnP3H585hvaihLvUf13vsV40kwblZ7MJTRPoG0q3NH1rdA9i06YNRj4UVYT1nrF744FN5fG9xxWqwhht3pHWCIUM7OlTIWaXQp4/VrdcLv0fcSw7J8LeyLTMRVOVjnX2Nu4e0upBkVO/Vp3lchlQWj9Z2oF20Dm2LiKyg3Z5adG59V4fhnJlu315UmzL8x2Lit02I6JQbOjzljX4Zkc40hqhkDJYNY+LnFwuRTglkqEPRRehs/F/hMhLy9kkAaWsLVQ2FMZo8+pbI3y3iabXQjO8FPIl03JF2qRV/FWcVKxR8SLf7lSry7afeWm57LjHlblovmmrD//NuSCsXoTN8uKvti7eaBgqZztjtSt+1UvnnS+YWOan++1MF0U4vrw2xmz7mZdk+5O+jpQfijZCyzpUKUqWdWheY20zTRi65h1vjfirIKJyv5t2TG9LIbeMmsgcTHU7kFLdJs1+PlUvOYjovKZVt5hVtv1g1/awlBGOh6GUbXfdIprnSzlZ3hUujFC/vPJn3w1x+jep6kMZjLD65/hMd63aMIabd0prxLzfndMyvRTyA6bl6iaWMug9/OhilReHEX8VQeD4HmUZeb7T6wP2hsoTl3f7CHVUNQFXa4/okhP9l0c4HMZQ895ntzkphfwum1W/vgdcQrP/KYmef1XL5WEcd0byHevYX2ync5tFhkIGq2dEONPFJUGHI/Sii8MYaN6bt4bppZBvewnN/kfRPbyuFzpvXRpXhBHLvLQc3/P6me47Fl0/zVPNLV0ZobI1st2+JPu9O9TXjT8muCjC0TDUzTtlXaGYMeA2vRTybVM9+z7Q+bRPVYKWT5v5vXJdGleEke32peUw5lj13HAbQDvM9KLk/MKj4bjrPb9/tdI1EapaI9vuCrKDdnnXF/+9IEIRjoahbN4J65o5A294KeTBDvzJKGni0D3mYp3w9vxufcoz235koZC9JV4/F6Bel8YVYWS7/cZ1bSrSzov7ARQpS9+bDnx/DF+/pI6welsdRZEysU64c3WE6taIOaPu8q5u9aEI95r30GgYyuYdb434qwhse+oMPFG2/aAo4e3VB2adYkfFWAAj4CZWACMg1QGMgFQHMAJSHcAISHUAIyDVAYyAVAcwAlIdwAh3u93lvHRrfQXZwCVKQ+Vc9O+6IIzhl+lKv1wZBsCz/Y7i0Gf3iD1atv1oqyJdcW9a30klKYBnOk/16g6MTtrd6oDWpNM53T1iw+96qF8SRv1ZzKgsP7/43VnJ4Nl17Ov3T3qfojwxuk53MXRUt99DopiozsMHMOZmwgvV5RXTvAzcOe9x9oIdCznyJKLR/It5p6Dq5Hcd3zDpDr8O/CbGI5ylurdeUZnnB7fOdc93KM8L97h7aSqQqirI06U/dTLyLs3TA2FcZiQMRWvMqGk7uTVCUeesFyXTY+/3RWKZ+9ydW3WletebM7FuTV0RLqXgdiMhuIWBo/ruq+B+5MVbh7mHHdutE9dZe0ROvX+ytnIvl8JhPD4W9a0PIdW/laGRcC8l7dN7HHXj51DIwG46el6U8Pa4ownjMpPDIApFEnnZtveOoVzu3Gs9JfF6B9rfqy6/zGMSwfir4ZGGTrbFX4Xl+F74brfFQrSlP+vKu5+z+mExb+r+lkRF2lY2HhupaWqJXhLGxbz1qlezsldAdsS8aqe34bxZswdKcwo4HBN9HsvlbcHSGxcwgdbZUd15s+jwnVFMub/Z+Fax40R1oRVl6c+N675lFDKbyvwx+62ylih3V+vqWPmoMOrV2oEUdEnFukcfp6sx9MRqU91BSJGyaYOMS+qs95rBixIeyGSNofsdDJ9sy3b7jescP7n6c1eW/rxDYBq/pAQtEcWc7aOEu3Usv3h6qRorlbmY+J3UGeWHQkrpj25aKAK7zMVV259tP/1k/nQCTKE5rz79/NJ15c9n09QSfXzvr2klL0q4686aqn4YL0oCu/tTHbNMqqF8i0QnajpKkycBYbrTsbq3Hj5ED5f+PK9YGjL3bqfoNLVEHxnGSVDbD5H3V66vaTur2ukVHnKdX/hu94fcQfv/vE0M36cPMmCWadfAZ98HoiSi4dKf1ddAXbHUi5JgVd6vQz1cS/ShYVQz7u1/Z1MZ2pq2M6udXugGeV51CbqlXBWaCVZ2/OWU5jfkZvQk6lXNn9eDCU7LSA5cM945b9Q7Q9bbh47PFCnjJGRAKeOx4idQqD+uVa507F2nJ8/bUIbC0NCsSx9G/9nzjNJcqzbvvLoyjNHJAfUFBmPvOlnXRTMQUy8KPlkXLpS7H1SMBTACbmIFMAJSHcAISHUAI/yO+9UBYJiUcugpxtjEhfw/aGlnxx0t/ecAAAAASUVORK5CYII=)**

## Reverse Linked ListSol –

#include <iostream> using namespace std; struct ListNode {

int val; ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

ListNode\* reverseList(ListNode\* head) { ListNode\* prev = nullptr;

ListNode\* current = head; while (current != nullptr) {

ListNode\* nextTemp = current->next; current->next = prev;

prev = current; current = nextTemp;

}

return prev;

}

void printList(ListNode\* head) { while (head != nullptr) {

cout << head->val << " "; head = head->next;

}

cout << endl;

}

ListNode\* createList() { int n, val;

cout << "Enter the number of nodes: "; cin >> n;

if (n == 0) return nullptr; cout << "Enter the values: "; cin >> val;

ListNode\* head = new ListNode(val); ListNode\* current = head;

for (int i = 1; i < n; ++i) { cin >> val;

current->next = new ListNode(val); current = current->next;

}

return head;

}

int main() {

ListNode\* head = createList(); cout << "Original list: "; printList(head);

head = reverseList(head); cout << "Reversed list: "; printList(head);

return 0;

}

## Output-

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATkAAABXCAIAAADwCqU4AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAMlklEQVR4nO2dLXSDPBeA7/ud12GmpnbeczCoGjQOH4OvwM1Ho6rj5xD4GHwdGjNVg5mqmsF/gt+0JCT8tXT3cVub5PJzIQnk6T///fcfIAjy9Pzv0QEgCKLFa+aqFyWcs/DRYSh4ugi9KOEtSeRt1OIz7YJn598V6gwZJ+85O56yFSp/YFuvixcl1LWKNKDxo0NBpMhzNWSc2Df/w6P5kni+Y0GZ879xaAdO7H2c1yP31X1sBLIA158/1DUp99gVm9IH9qKEOhd2/AmaC1S16VVPqv6SSzmn0Pu0Ldp8pffvpifb1Th2ldBoC/qXUPH/kjDMN7mp69qLttmYs59Q58LOb5TYUHZbV+bseJoYofmOum9o/pmq2BtjbQ311nq1Sg6KOviQcWLvMvvMmDq3ZLmU+78sCIIgSAvLpSyE7HSs/wYo8+qzIAiC3olG3Wta/ZPl4NL+HIblUk4grT8sbaKc4BhrCwBs0taXFpb72VSnDsNsk0dxPv1fxvLScj4TAmmQFmA5ftVc+e4LEbYVLrmj6vo4eW/2EsvBpZyF1f8555y6FoBN2qklnQ2T7Q1ZW1BNJnUfBSwvhRBlmxwyTuwibY7w+e1T3N7wYAN0e/V1mT4PXKRNXsTfBcD7x8iu8iLfhiJt7gHZ6SsvLTfoTosyZ80dIjtfSrDenMnB1RE29cXfbYqMhqGs0GyTASzreq6KWNa1abTZMMvqbscxz0uw/chbfkfV9bVXsez0VbcV017WdNmgOewZ2hvytgDCwLXK/Gvo5qfaZO/jHaD4bkOK6c39M/4uAKC8nA3uqpZLja5MT8FIrvYutjdT+b29p4XnO5ZYKPu5Cud7f8CUnY66p4yUwQjHwzCsULtM+XtRVZj9XAGst2zxHVVNHAmNL3IpHNob8rYyCA+2LKGUm5z9XAFsokipmIodqhGaK1TXMdnmGdVsNptbct7qfhYR/l1Kvr4WTxLGAJffKohVIhyaOHr/8ABWGOENtqUsod7kmAaXKKFu/fmyA9Ps9OUn1HV8D7JnH+2u8Xx1kMtvCXB9+LTyk4QxgPNmQfm7YYRbTvxelZ+ObnJ2OmYA9fSTS5MIlkvX7OdKXfvNWeW6tShrvLd0+R3oYel3Nee3pWClMHpUUx3Til1/lo8wO19KsA/9HuR9n3P1tu6PVBi08/jam5ydjiy/O+Ahm/OqVXiwpw1vNmeNXK1GGP7Nzot5XmpOns5uS8HiYVQRHNpZUNkjCSUhI+3kytIRZqdzATZp6/OiT9da6c0HRVtVHtdHyosS8l62/XrVJoesn4YDI+I588BelJD+rNZTM9IHvhlEaA5fY8o+Eto+9axHGNnpmIWMCzXOHw8Pt6Vg8TCqCOr6ijRgHwkdvdFn58un63ZBlDkLusnTxSMMoF/fmm+4yNvKTkeHcVIdqSINjsDaDVRscky/oqR9fj4QfPxdENvWngcWnszv6m2ff3BNHILsgtdcZ4MgrwfmKoLsA8xVBNkHmKsIsg8wVxFkH2CuIsg+wFxFkH2AuYog+2Czd/c35c7V8Mg4TPwTCCJljftqyDayVm7cljl9ewWCzAM9hkh7/ze49Qtv1WqWuzmjjDsadXmtcruVFSpAj+Efx4sS6kKe5iVxTco4l2axQcg40VpSGtOgO5e0S3UFTFcwvdqoAz2GGke0Pp+F7wn/M7/LSO2H6h0lbtR8qV/I6qTzokTj6zXN0u+KmOe+uVmhKqW9xLs2MqVAiNox8cJMnVuyXMqdnAVBVl8iWZjR+hDKXPiNkI7GUJ2MwnXVcil3izQI4upDkkQX+QmXjbQFADbhdl1fyDj5jLzslI2GMdjY+fLpimdjtYQ6rSv8hK8g6C47c8UFigiFj+rFnVk/kbvFnDqZI9zqnhcv+nStIqUxMDL+7VcFPYY6HsMqnt5qZsGsIJj1Yp6X8wSYm0v95uK8WcZGGJMF712mmrFLWaECo7Xm/a7VIh5D6vYEXTd6vtknm77HUAhjkOx0Djhp71YqCUpV3/SwlRFWciDCGchGCJvfKatxpObp0O/aF2mg108PJmgshN3gRQklPPnY+fAVPYaaYcTfBWmS1fMd4ey5UQ1o1TcxwlWlfuZUY+cyZ5pnSe8aHDLOuT8af8iIXeZs1kbuSVaoAD2GunTJCr5jdb3Mu99YCxmfM//xUKmfEZWsqK/uNiGm6aHXVRlmiUwF2JOsUAF6DLWJeV5aju95Yqou8xtrnf3woVI/feq+xLoP9cKDLQ47Sfu32SbuR1aoAD2GBm2dL6XlBIFjFef2Sl/58pu5JC9K9ESGCvvhw6R++iyQqLVB8Ky8ZQqKfPHniwzu5buSFSpAj6FBGNWzGxuKtPdlMYAiDdJD0wcWx7H1V+oIFfbDx0n9xBClNGpf+cyjRlt9c+Pi7FdWqAA9hgiyD3BNHILsA8xVBNkHmKsIsg8wVxFkH2CuIsg+wFxFkH2AuYog+wBzFUH2wTrv7k97B23BV0ynCQRHS23yEiyCDPKi99VpAsFVtIPPbVpE9oP6vqpW+8iZtlR8iQXm6/IkEaJ28E8y4hxtX7D2ooRSzhzcf48FtYN/F1mu1tKfdudlp6PDOCEsjGms0A6qh3z3AoXqSyAtJXMmDlW45sEeGcoOdEAMTIuoHUQ0kORqGLh3QqFquVW95FKmHRT8gmKdjaUz6CydbT9HXgokzsQYVhAIylFsl8wtOG5aRO0gYsDw3NKtLq/i8tvXCJlqByvnV7O2ODudi26x9RgSZ+LCAsGJjLoFFaB2sOPVtIOLY/zM5v3Dgx8Ac+2g82bd/U90GkjRk2/MFQhOZdwtqAC1gwDwmtrBxTF+ZmN4Qe6IeV52thUv8u359xMvSjgXZDyPIKYBy0uwSRXGEz+gmaAdbO0pQHQ2rZKZfc3VDj6oi/TcDOfqsJ/Lebu1+xjhvFldR+fuNyfMaYe8fRnPg2hOapaXYLn0KdN1tnawGM2fJTIVoJFYzXW5vxqSPnD8XRDiBiFkvWn7gw1lfs4ApuzDemZwuWc+CwkElyU7HSFKhAnTy28Jctul2TzwdLbTDvbnvAGav8028SW0g4sj6wNXPVbSjvG9KJl3yVzcOTpRILg8I25BpWkRtYPSpnavHVwcpRtNeJvkxlZtDx75gQeo3RNF6cspilLK31O7mfr4PjQfKcOQMhaGtELx0/sdo3gKbHZfHQxjXDs48Eu6U7SD5vd+5fMqeVv4ytIgm3kMB07Krfp/CPIKbPXuvvfxfvccUXxeiyCIiq1yVRxdAtSPzDd+DQBB9suWLu/bcRN2fxFEH/TuI8g+eNG15gjycmCuIsg+wFxFkH2AuYog+2Adj+Gzcff2k+Jr6DFEnhO8r/ZAjyHyxEjvq3evnuLT0CfwGM71/c1wC057adnorDH3M/4p1H3g9jzwooS669mMEAOmn8pmbsFJHsOJzsRJfsa/huZ4NTudA07snsNraGzX2M/6h0b8n2REqBAjNh9LNMWKIebw8pKJPIfHcBaz3IK6HsNpzsRpfsa/htl4tRG4hIxT91obGVgOtQmhcqQJizH7RjRJqRrLpZxA2ugVbFJ/2CzAqzm/fbaF5BV6UcLJe86C5rO5qwRUQ9nhCPslyjaSm5Wc26xfBZhuLNuEmJoscP2raOaqYNSqL9DNYc9OX3lpuUE4kKxVqn7HylI1w2JEuSVQUWHl55rvEtFia4/hFN/f3Ew18Rj2meJMRCSo+8A24bw2vHZ90l7+1VQGwQ+v6Su3nZ5+qqpKAYBMjCi1BEor7NtmtmBLj+FE398ktyBM8xj2mzVxJiJj6MwteVFCXduPvPiUQX2t7GVxTd3LjL8L0iSr5zvtKaIupSCmwSVKqFsXbcd2kytcHFmEa5OdvvxEYzhYGcvYhJh6o8+Qcc59g00zdSYiY+jMLdXnRKNKu/yWAPIXC7pkBd+x2u7dSKmRAKpTxosS6jbT0YoKtxdBD0a4QbM/V+rKxWsAMCdTBWKaHno9phHmORORQfTGq7UlvxJ8jVnOYp6XluN7Xj9VF3GjZacjy5uBrKLCy6/4MwBhcC8pWgchwuFgREI2xyis4fsLD7Y4xCXt32u9oYFvd62D7jxw9QsU1cxNzPPScql0XiM7X0rLCQLH6nvvxkpJkFsC5RVm50unDfeihLyXK3aNH+Ux1PP9LeMW1PMY1l/ERF0H6Vrz+1doxUeBt08vhYMjPWCSUnIxIogTHHev6UjD6D4o0oAC4wTGTp/deQwnJcREt+C0H23VLDzNz/jXQC8EguwDfHcfQfYB5iqC7APMVQTZB5irCLIPMFcRZB/8H4UNQAZMH+ZoAAAAAElFTkSuQmCC)**

1. **Container With Most WaterSol –**

#include <iostream> using namespace std;

int maxArea(int\* height, int n) { int left = 0, right = n - 1;

int max\_area = 0; while (left < right) {

int area = min(height[left], height[right]) \* (right - left); max\_area = max(max\_area, area);

if (height[left] < height[right]) { left++;

} else {

right--;

}

}

return max\_area;

}

int main() { int n;

cout << "Enter the number of vertical lines: "; cin >> n;

if (n < 2) {

cout << "At least two lines are needed." << endl; return 0;

}

int\* height = new int[n];

cout << "Enter the heights of the lines: "; for (int i = 0; i < n; ++i) {

cin >> height[i];

}

int result = maxArea(height, n);

cout << "The maximum area of water the container can contain is: " << result << endl; delete[] height;

return 0;

}

## Output -

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAiEAAABCCAIAAAAOipENAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAR2ElEQVR4nO2dLbSjvtOA5/eev8NUVd2z52BQNWhcPQZfgauPRlXHX4fAY/B1aExVDaaq6hr8Kwg00BCSEHrb3XnULr1MJpOQyff89+fPH0AQBEGQFfi/31YAQRAE+WtBH4MgCIKsxf9+WwFrBElG/HsRkfS3NZni7TQMkoz4DvtPU9HDqfxVfUYw9WoLFuNzqp7R2bcsaoggfym2fExM83D7olbqlWn9vbTt4y83j68qyvJ0KPv0Vn4LQRCOoY+JaR66o7/ATtpfSbD3HGiq/I2Ltmvi35c319Bs9IYgVhGMY9Cp/DPcb9jq/K3ENA/d/luOaU5y6uGXjbwc1bmyIMmId6WHW9SNdNqO0WBK3yd5ToD7tX9V0JvqpkkeEue8m0JawI/Fhs+1O3VTWQbBykqXmfM+I96VnjckdKF55K6p6OFkqKG+oZ4TWtqPDZKM+DAUMXymp/xVXpSzZcXnjDfGy1aYpjWUVJuZN2fKK6Z56KrmKaah21S0N0yaV3vi75MgxcEM8lp09pU5Psn3PzSKoigqascnNIbydGD/B2iq9rcoiiKujSH+vWgf0gp8kiXBQGIIBfuxcUP+xyfm0gIAN+zlFbXjHztxcjX0sjyLd9z/UFo1jnfMQiiiogbH27fJNdv9QMNeoE1DMXl5uO2sRCvwSU7j9nme5znxHQA3zDvkGSvP1+aRCQBgk231+VSaKA/youRLWpwzty66dy67hw2P8N09LmpHtZQNkGo4XW0khurGHYzz5jjUPd65AKMymCT42o5GqW0JbjyTzCLIAvT2LtdF156nlxpg+zVT34Nk70JddL2p8vRdNY4fPZqzpqJdJ9TOR/Do1KaXvmmfVUMqUC/LAI5zb1tecJx7l2iXMcd5DH/SvGrA3SeBfUMxeb33LU/fLK2UdA1cA/Bo0ubGRU9OpnUxlxReXMosMU7flHT/TgnX3UjzauwWX4iw2sgMFXxtgdmzfY2MxivppQaA5npWGYeUt7uwripUXwSxi8DHcJ3bPM/5niD3CSjBtUOMcd3nu1rl6TDb1M0h1HBeDU2Byu80P1eZwPJ2B3A2pXVDtQv6g8SXNu7l6cwNxwYu5pWl/JzYtMa3u2kqi9Gvh+XtDuCGkvFkSoZjdinppQZuHA9BcuznEBHklay65u9t2HxMOHjcWBH+cWoIuP60SqyioWhBf/sVABhOyKeXOgy9fQBl6xS7TWkvNa+3GTtPnsFyzIpamCE3VEqia5IRn/2+dDEpJRHQPOyWupqqqJrQx00eyMtZ9Qzm9acB+P1Dh2+ihoC2xXyhhovamIeTgb3n9LM2LzXv9acBd+OJHOXTgZ93O9Yya6huK3SQZMT3SZbAUjfDpRTTXOKdEWQtbN0lc/0RzMSoT0ktT0vCSmpwtOuxZq/db/Y1LM/XBtwdP+2iMck0SZpXjePtg4B3MYuU1y1KNqW0E0wovf+BH2VDlacDrZ4ME9PR1LUW8c7tdmggyCux5WPab38/+gLSvGoUN2MtTkuCdTUGLZ3o4KoKMQ37FWDbGpancw1u2MsLkqPvLG+Ay/O1cbwo8hy+uVqgvHZRso0S/L66mNK4E9UvGAVJZlYqayIzVEx59yFYUNPaVzaW3e4xfL+BPPIPIJgrG80YKy7PpIR+ZcR/zP/Sw6mE8nQoY5oPJC5f7xGnJcG6Gq0GTF5dRPQrI7O98fJ8Pfr+Q4mmotFj45d1DSPg5dlZZWuz4EJd8LIWKC8syuGyCvuxK+Uusf5QTV1E5FlUXUTFrpsrkwqcRPKWmUCZoVLynWT9OSGB/dJLHbqu4r6ykfJ1EUXoX5Df4T+MH4MgCIKsBN7tjyAIgqwF+hgEQRBkLdDHIAiCIGuBPgZBEARZC/QxCIIgyFqgj0EQBEHWAn0MgiAIshboYxAEQZC1WPVOzJfyFJvyVwWyY9aqp+utK78USwEl7edrNkSmpuURBFkVW+OYmC64r++N03oTXpvl/gbj50Cjk7xKQ3kASgRB3ozhOEZ0vSN2CE3ormn/RN7/BmMZ7295NtLSGR0O70fTeZP/pBU+ZUELoNQALBv3slRV3zOwxihfJu9ovYs8WDVGGfK5YDSrNQiSjPjQxgtTfimmeeg+vsqY5qFSbJnHcFTvc9ZuRIMkI961u+BVWb+OmOrckG1mjUEsHZN3+he3qreSIgzV9RhWjQ63qPPtggto++tzB/V0YgY9pnm4rXiJc95NIS3gex/D57MT+VNoCpSn8xypEZqKHs4TaSlkme9tqefL7C0Bv1Qoc6o8JyOqvQpqyA0V0zx0lRWPKWuKgyRTz1a8cwejyjSv9sQXx2njCJLjIGLbigyHjq1+LGDqPEGyd6EuCgiVAsoZWmOAyTudpk2FLkYTnTV/xye5V9EoKllXgMYlYdWr8xjjb23Q6wiSjAz6D45Pcp91tIIkI2GWXKc/13ImLQBww9xl8mKah8ckKE/lrBoS9AUOtBwKY73YtsM3CNsY7CfS0jEvC0JSzmWraxjbfmeQZITk1IsI8HMDrmJYgN8oFBVVnn4V1t5UrsacebmYLirt6XPHWBWHbxDl8aY71SIbAYNWh3lCkgIN5/+aoW8NG8SR70Bd4DSZLnpr/nXRNQHppVaI6cf6KF0LVZ6+q8bxo0eMpqai3Qdcnq+aMRHFGnby0kvdRXSaVeM1AttQlF1wr/J0rkchHYVpSSV+bYEPbpmS+Saa6d7/YXn6rhpw90mQknaJn1ZNG3KEsbgnbL1QTNUQ1F6ZGrPmTS81ACjHdDEjJUUNbsh2VLAOwvdMOQdfW4D7zaN5j/KODMcn/Usmgee8jaM41/rwMMoYWUOQqq7/ZYOYt3fab4jAx7hhnotrpm6o3uf4vuNws3xNLE+Hxe2ZUMN5NV4j0Ns4T8/4Hph+JOQ2jGSo0xIIIiza8e7TWC+UV6kxb96UKG67W0RKoqio26Y/dOtCIUVv4wC44e7SdRSK2vHJvJvp+hldZ6NvzZVpV1eU6rLZWMvAGgDQhkbN8zzPie9wfSw12kEMxqo2YdU1f1bRB2E1AaCxIvwX1TAU2E4D75MgbefKLMzupiS6JhnpgmuqrgyIOpnbr0BzfnoRH1E3DM1rm3ZNqC4ikgZJRsI83ytpwo8QUlLs8lB5lQQAAMrT9z7TWFrpNG2UwjrHNHSbimob1NQa3KpRTHPVtwAABzHLWPUM5vWnAfj9k4XW1TAV2A5kNGJEq9B9OkGSEd83X9J48UayT6kbtsxrTJBkXZMKj2jN/lG+8Hb9seKty9ud+K7i6nirKaiNEQw9jJk1xmg6XFyJWYStM5jXH8F0y0qzH8K0JFhXw0wgm/l/TEVoNFYKWS5PB1rNG6Y8X5vhKpBgvsiAXy8UM5TVEJs3pjoLHUZ4G2c4pdr6j7na8JQvtkKj107GO9V5L83rFeKdO1z4Cfv/S81pZo1F4CBmIbZ8TDt1vR9VjzSvGscnJguH2mlJsK6GkcAlrepElmPKf5CCpRaRqNO5BjfsdTdaAVXWcJp16oY2MjVmzcvtK1tPwUsNwG+GiCPfmW/423wdO/1NSrkbMyifwNSYZR+s+3T3NjQVnet6GVrjSd3QVV1dwZWYpQjmykaz04oVJyX0KyPjeaBuMMtLXL7eI05LgnU1pgUOD8AwHVsN2xH64wiJjhriLKfkO8k4eWrCUhIBr7udBbjXFIrEvJKfDNWYNW96qUPXVd5XNjocpagiKy5OQaVJ1vJ0gCQjfXXTP66vXDPadn7ccqyzemVmjVG++o37swTJXnUkh0zw358/f35bh38EwXk9vSN8CIIgnwbe7f8qgq/t01EKSyuzCIIgbwr6mFdR3u6jqfsgOfrO2if4EARBfhGcK3sl45tccZoMQZC/G/QxCIIgyFrgXBmCIAiyFuhjEARBkLVAH4MgCIKsBfoYBEEQZC1UfUyQZGbBJF4Nu8H7E1T9dfrbzrXCi3wgH1N7zcA6/1tYt/zfWJQ4jvlXeUR7176hU5OYvs6DvTIt63y08h8NWn5FuPvKxoc3eviA82/PMLY4MkV7wyPeJvs3gHX+t7Bu+VcXJWv0Bwf1+MvdbJzg43zMI9p4kGTEHwbVCPbL0kHekRfHjEEQ5I1oY5aOHrXBRdu2P6Y5yam37M5c3Rhlj8HO0MNp+r4gyYh3pecNacPmHW7R0J8OLkrtn/Zh9nr53BOYUEGaFozdaUzzcFvRw3k/o+FM7p6Vf8hmogCGN9tO23BK4Az8yHRRh6RTfCSAeyzScPDMf9w3zakykeUZQwlQSAus1d6BAToDDxQUW57VRC5bghujhcpPVQB5lRGlNZNlfcvPW2NC+TkNjdL6AMtPMFMH5d+y0eW6LKBVAWG47eWELh/FdBi61xCt9Rg3zEMo+vDgfXCKmObEvxddEHBQCRwOAN5x/0Np1TjeMQuhiIq6u88rpkf4FkQiTwmtGi58REw5l1OeDn0kCo20zDSUMKV8i+OT3oi0atyQ/SixoVzgpBZ5Hm4rygnMacyiarVBzdvL2BnSVUZJALL7rZzSkC+QptOEW/mRV5spQ4mZSwus196YsnDyjMuOmXDK8o9s7X/ow1I0VjDUVAWQ1nlhWtYtP2MNee2d1PBvtfw0MoHd4IJx3hyHJWISxyhIjr4zCg70HMeuPF/1Yg8K0Fvzf/QY0kvf3DJ32Clbnr6rho8iNIXj3FnkH8e5d6+32UkJ1zakedX09itPh6ILsRXT0FWM7CpJy/pb08oDQFuVmahHAUptOCNQBJPXv1eevqsG3H0SdMGhaNUAH5VT2lUtb/eH5H6LVvC1ZTG7DDScrzZCQy3BZu3tgpo+zJYSkoLM8g81uh/TS60Utc7EvJK07Ft+0hrzymtb45Mtb0jwtR3EsBlo1SehdbuuyMNMh1FcFq9Wy8cIQ/U8R+pVDfj4eEkevJFr4QAAUlLUbTgktSB9WmnZeGvASPlhN6E8HaKIpFo2fBIoQBCycVkzff1pmDbexgEWq9nbOMI/VtFQIcsiQy3BZu2dDE89b/nF8a6UzCtJy77lNYJ1j5XXtsYnW35Rum4omWtISaS1MzSOxFFR00sN3BCfXQ2/EN31mGfaRmcYOxMAlgVGGcWtG8lrA0pqeJjXIldexIwN9QUCiBf0t18BgMHManm7E3/jAXg7t66qrdc1SCwR61l+FYZqeBtZVOspyxt2U0wrwAT2LS+3hlXlP9ryxqQkuiYZ8VmhLd3sxVZdRCJYmNFHNNuiakJ/2d6g5T7m+tMA3K2E62X0Jzc6kTHN+1UpYOG4m7oGN8yS65tdjj+nvBCZDY0ETrGosmy/ggC29YXcdvl+HwSwheZ6XSHLL8RQjetPA+7G0/DX91sJYLQ502oFgDUsL7GGbeU/2vJL6DY1B0lGfJ9kCZg2fBIPAwD8/uL2r3PzSZyW5WcwVWfGFCHpzMmNIDn6TlN9E3Iejuus0K6emWN27ERiQyOB5fnasAmtgRzzEXwbsdPbe/BzhfRSO97eg/b7ndVQuGPAcrWRpiXBUI129mL3PHexyPJC5a0fZLJv+UlrrHAK65Mtb4PydKDVk7IxVb6pI9657Z6EjrD/v0BAvHOhPi/rxls455/mVaO4I0QBGg8DRgZJxh8NjSnxnab6PpVsYWahlxlU2clTqJryppSfZtqGZgLL07nbGcHeO4onYFUpb3dw/NCH67kESC+144e+0/xcFTRsbbwfFZPdaiNPS4KhGmleNTDYcRVTGsMyywuVN6xRM7rbtfy0Nawr/9GWNySmfOsvWHjS2VfWbfrpeeype94QnYdbbiezIcvnytphXEzzwQyv8qZ6ASmhXxnpdqvXRVTs2iFqkGShC5xfbRdm2pHjec/PnLK3568oaBNjutdFRL8ysmT/0qTycqZtaCiQTaz28pYUCAAbyDjd1pX0Uoeuy6beZjUc/kE3nWy72sjSkmCoRvdaf6aiLiLCNDC2vFB5iXmHqwVcnV8lywoSn6xhWHuN0voAy08jE5iS7yTrz+4I8tV+jjaitg/UqIsosjCIwziYCIIgyFrgnZgIgiDIWqCPQRAEQdYCfQyCIAiyFjbW/BEEWYc8z6d+iqLolZogiBnoYxDkrRH6EonvQZC34v8BIIxYH0mhxO8AAAAASUVORK5CYII=)**

1. **Valid Sudoku.**

**Sol –**

#include <iostream> #include <unordered\_set> using namespace std;

bool isValidSudoku(char board[9][9]) {

unordered\_set<string> seen; for (int i = 0; i < 9; i++) {

for (int j = 0; j < 9; j++) { char current = board[i][j]; if (current != '.') {

string row = string(1, current) + " in row " + to\_string(i); string col = string(1, current) + " in column " + to\_string(j);

string box = string(1, current) + " in box " + to\_string(i / 3) + "-" + to\_string(j / 3); if (seen.count(row) || seen.count(col) || seen.count(box)) {

return false;

}

seen.insert(row); seen.insert(col); seen.insert(box);

}

}

}

return true;

}

int main() {

char board[9][9];

cout << "Enter the Sudoku board (9x9), use '.' for empty cells:\n"; for (int i = 0; i < 9; i++) {

for (int j = 0; j < 9; j++) { cin >> board[i][j];

}

}

if (isValidSudoku(board)) {

cout << "The Sudoku board is valid.\n";

} else {

cout << "The Sudoku board is invalid.\n";

}

return 0;

}

**Output -**
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1. **JUMP GAME II**

**Sol –**

#include <iostream> using namespace std;

int minJumps(int nums[], int n) { if (n == 1) return 0;

int jumps = 0, current\_end = 0, farthest = 0; for (int i = 0; i < n - 1; i++) {

farthest = max(farthest, i + nums[i]); if (i == current\_end) {

jumps++;

current\_end = farthest;

if (current\_end >= n - 1) break;

}

}

return jumps;

}

int main() { int n;

cout << "Enter the size of the array: "; cin >> n;

int nums[n];

cout << "Enter the elements of the array: "; for (int i = 0; i < n; i++) {

cin >> nums[i];

}

int result = minJumps(nums, n);

cout << "The minimum number of jumps to reach the end is: " << result << endl; return 0;

}

**Output –**

**![](data:image/png;base64,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)**

## Populating Next Right Pointers in Each Node Sol –

#include <iostream> using namespace std; struct Node {

int val; Node\* left; Node\* right; Node\* next;

Node(int \_val) : val(\_val), left(nullptr), right(nullptr), next(nullptr) {}

};

Node\* connect(Node\* root) { if (!root) return nullptr; Node\* leftmost = root; while (leftmost->left) {

Node\* current = leftmost; while (current) {

current->left->next = current->right; if (current->next) {

current->right->next = current->next->left;

}

current = current->next;

}

leftmost = leftmost->left;

}

return root;

}

void printLevels(Node\* root) { Node\* levelStart = root; while (levelStart) {

Node\* current = levelStart; while (current) {

cout << current->val << " "; current = current->next;

}

cout << "# ";

levelStart = levelStart->left;

}

}

int main() {

Node\* root = new Node(1); root->left = new Node(2); root->right = new Node(3);

root->left->left = new Node(4); root->left->right = new Node(5); root->right->left = new Node(6); root->right->right = new Node(7); root = connect(root);

cout << "Tree levels connected by next pointers: "; printLevels(root);

return 0;

}

**Output –**

**![](data:image/png;base64,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)**

## Design Circular Queue Sol –

#include <iostream>

using namespace std; class MyCircularQueue { private:

int \*queue;

int front, rear, size, count; public:

MyCircularQueue(int k) { queue = new int[k]; front = 0;

rear = -1; size = k; count = 0;

}

~MyCircularQueue() { delete[] queue;

}

bool enQueue(int value) { if (isFull()) return false; rear = (rear + 1) % size; queue[rear] = value; count++;

return true;

}

bool deQueue() {

if (isEmpty()) return false; front = (front + 1) % size; count--;

return true;

}

int Front() {

if (isEmpty()) return -1; return queue[front];

}

int Rear() {

if (isEmpty()) return -1; return queue[rear];

}

bool isEmpty() { return count == 0;

}

bool isFull() {

return count == size;

}

};

int main() {

MyCircularQueue myCircularQueue(3); cout << boolalpha;

cout << myCircularQueue.enQueue(1) << endl; cout << myCircularQueue.enQueue(2) << endl; cout << myCircularQueue.enQueue(3) << endl; cout << myCircularQueue.enQueue(4) << endl; cout << myCircularQueue.Rear() << endl;

cout << myCircularQueue.isFull() << endl; cout << myCircularQueue.deQueue() << endl; cout << myCircularQueue.enQueue(4) << endl; cout << myCircularQueue.Rear() << endl; return 0;

}

**Output –**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI0AAADFCAIAAADmN+bzAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAFHUlEQVR4nO3dLZCbXBjF8aed12GqVu3sTEzUGjQuHoOPwK1Ho6Lx6yLwmPg6NKYqJiYqag2+Il8kWeAm2YY98/5/qs1Hm8kZuJd7T4YfLy8vhm/v59AfAE7ISQM5aejNKc6KIk+DR3wWtON40kBOGn60zcuDNE987/Lxusqms9LirAifqmy6jopwtH1mtYiS+e6Nm+2fzcwOL52VF/9wfXwYnf5re6KcTUuzi2+5yfOTwl8tomiXTpiny+ms87+LsyIc7QK1IM2TJE+NqPrddd6rq2x/2JS/l7V5v8adrw/SychWi/2RVs7eq9rzo/iez/A/0Xo8udisjwfC/viz9qlhMBl7tvozPz5SrjeJ//QcmHFEdbsrpyuNf3lmo7AowpOH6wd+BFmPzGn5UZs1Zxhw1js+LT/6x51O8etuPmjlemP29Mw18w16cyrXG7PRxH1FYvuG1+3kIM4O03YzmxdV7flJxsThaq3XTw0nl1KN66fDBLvjDatFVDznyXh5mNmfRne47EInl5wwPNaNNJCTBnLSQE4ayEkDOWkgJw3kpIGcNNA30sDxpIGcNNA30kDfSAN9Iw30jTTQN9JA30gDfSMN9I000DfSQN9IA+tGGshJAzlpICcN5KSBnDSQkwZy0kBOGugbaeB40kBOGugbaaBvpIG+kQb6RhroG2mgb6SBvpEG+kYa6BtpoG+kgXUjDeSkgZw0kJMGctJAThrISQM5aXBbh/1sRcLpxWzYfhGHnLbfu/vyzslO8F0fDgf9571gMvasrgrW4IbkOD41d24xgDv2Ca8atI6a6+Vn72Jka9We08n+Q2O3fDdQxdmbvUfRca/CqTl0th0SZ3kalLPy4imqSGfac5on0dzskz7e/ulp4y9FNUn88SSwsvN7DZ6frNlkOf4jl1WkSZ74UWwl46LZl10/leuN88tGYXGxo/tpFYlN+qPbx6fLwqxDcWieRMs0T/zdafQwCFFF6nFjThfXVO4XS/vLqyDNE9/fDUJUkXrcdt77imuqcjbNqn2XibNcj9tyKtcbM2882X6vQZqfVlNaxVnzp1TbtD+WZlSR+vT3WFrme83habWI/rzufy7w6Q89DgPR6bNni1FUkVrRN9LAvoYGctJAThrISQM5aSAnDeSkgZw0kJMGctLQua9xtt5GZWE47ut7cVaEI6IaiPt5b15Ud/7yHbdjfNLgnFOQvvketdih9PUjzrYDGZsGcsU+IROJAV0xPs2TxepYisBDMY/Q4J5TkObhyFa/OesNoWsecdYcqquMecRQ6BtpYHzSQE4ayEkDOWkgJw3kpIGcNJCTBnLSwP3UNHA8aSAnDdxPTQP3U9PA/dQ0cD81DdxPTQP3U9PA/dQ0cD81DdxPTQN9Iw2sG2kgJw3kpIGcNJCTBnLSQE4ayEkDOWmgb6SB40kDOWmgb6SBvpEG+kYa6BtpoG+kgb6RBvpGGugbaaBvpIG+kQbWjTSQkwZy0kBOGshJAzlpICcN5KSBnDTQN9LA8aSBnDTQN9JA30gDfSMN9I000DfSQN9IA30jDfSNNNA30kDfSAPrRhrISQM5aSAnDeSkgZw0kJMGctJAThrISYPjvsZuUY4+w1Ccjqc4O1k5xeM55LRrNSxW//7ToE1vTkH65nvH7gmG0ZMTKX0T3TnFke/VVUFKg+vKKc7CUV29M8H7BtpzIqXvpHXf/bzG0MBV1OO59yM6iub451g30kDfSAPHkwZy0kBOGshJw1+SOJvyU4CFLwAAAABJRU5ErkJggg==)**

1. **Maximum Number of Groups Getting Fresh Donuts**

**Sol –**

#include <iostream> #include <cstring> using namespace std;

int maxGroups(int batchSize, int groups[], int n) { int count[batchSize];

memset(count, 0, sizeof(count)); int Groups = 0;

for (int i = 0; i < n; i++) {

int remainder = groups[i] % batchSize; if (remainder == 0) {

Groups++;

} else if (count[batchSize - remainder] > 0) { Groups++;

count[batchSize - remainder]--;

} else {

count[remainder]++;

}

}

for (int i = 1; i < batchSize; i++) { while (count[i] > 0) {

int pair = (batchSize - i) % batchSize; if (count[pair] > 0) {

Groups++; count[i]--;

count[pair]--;

} else {

break;

}

}

}

for (int i = 1; i < batchSize; i++) { if (count[i] > 0) {

Groups++;

count[i] = 0;

}

}

return Groups;

}

int main() {

int batchSize, n;

cout << "Enter batch size: "; cin >> batchSize;

cout << "Enter the number of groups: "; cin >> n;

int groups[n];

cout << "Enter the group sizes: "; for (int i = 0; i < n; i++) {

cin >> groups[i];

}

int result = maxGroups(batchSize, groups, n);

cout << "Maximum number of happy groups: " << result << endl; return 0;

}

**Output –**
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## Cherry Pickup II

**Sol –**

#include <iostream> #include <algorithm> using namespace std;

int cherryPickup(int grid[][70], int rows, int cols) { int dp[70][70][70] = {0};

dp[0][0][cols - 1] = grid[0][0] + grid[0][cols - 1]; for (int r = 1; r < rows; r++) {

for (int c1 = 0; c1 < cols; c1++) { for (int c2 = 0; c2 < cols; c2++) {

if (dp[r - 1][c1][c2] == -1) continue; for (int i1 = -1; i1 <= 1; i1++) {

for (int i2 = -1; i2 <= 1; i2++) { int nc1 = c1 + i1, nc2 = c2 + i2;

if (nc1 >= 0 && nc1 < cols && nc2 >= 0 && nc2 < cols) { int cherries = grid[r][nc1] + grid[r][nc2];

if (nc1 == nc2) cherries -= grid[r][nc1];

dp[r][nc1][nc2] = max(dp[r][nc1][nc2], dp[r - 1][c1][c2] + cherries);

}

}

}

}

}

}

int maxCherries = 0;

for (int c1 = 0; c1 < cols; c1++) { for (int c2 = 0; c2 < cols; c2++) {

maxCherries = max(maxCherries, dp[rows - 1][c1][c2]);

}

}

return maxCherries;

}

int main() {

int grid[70][70] = {

{3, 1, 1},

{2, 5, 1},

{1, 5, 5},

{2, 1, 1}

};

int rows = 4, cols = 3;

cout << "Maximum cherries collected: " << cherryPickup(grid, rows, cols) << endl; return 0;

}

**Output –**
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1. **Maximum Number of Darts Inside of a Circular Dartboard**

**Sol –**

#include <iostream> #include <cmath> #include <algorithm> using namespace std;

double distanceSquared(int a[2], int b[2]) {

return (a[0] - b[0]) \* (a[0] - b[0]) + (a[1] - b[1]) \* (a[1] - b[1]);

}

int maxDartsInDartboard(int darts[][2], int n, int r) { int maxDarts = 1;

for (int i = 0; i < n; i++) {

for (int j = i + 1; j < n; j++) {

double distSq = distanceSquared(darts[i], darts[j]); if (distSq > 4.0 \* r \* r) continue;

double midX = (darts[i][0] + darts[j][0]) / 2.0; double midY = (darts[i][1] + darts[j][1]) / 2.0; int count = 0;

for (int k = 0; k < n; k++) {

double dSq = (darts[k][0] - midX) \* (darts[k][0] - midX) + (darts[k][1] - midY) \* (darts[k][1] - midY);

if (dSq <= r \* r) { count++;

}

}

maxDarts = max(maxDarts, count);

}

}

for (int i = 0; i < n; i++) { int count = 0;

for (int j = 0; j < n; j++) {

double dSq = (darts[j][0] - darts[i][0]) \* (darts[j][0] - darts[i][0]) + (darts[j][1] - darts[i][1]) \* (darts[j][1] - darts[i][1]);

if (dSq <= r \* r) { count++;

}

}

maxDarts = max(maxDarts, count);

}

return maxDarts;

}

int main() {

int darts1[][2] = {{-2, 0}, {2, 0}, {0, 2}, {0, -2}};

int r1 = 2;

cout << "Maximum darts that can lie on the dartboard: " << maxDartsInDartboard(darts1, 4, r1) << endl;

int darts2[][2] = {{-3, 0}, {3, 0}, {2, 6}, {5, 4}, {0, 9}, {7, 8}};

int r2 = 5;

cout << "Maximum darts that can lie on the dartboard: " << maxDartsInDartboard(darts2, 6, r2) << endl;

return 0;

}

**Output –**

**![](data:image/png;base64,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)**

## Design Skiplist

**Sol –**

#include <iostream> #include <cstdlib> #include <cmath> using namespace std; class Skiplist { private:

class Node {

public:

int val;

Node\*\* forward;

Node(int value, int level) { val = value;

forward = new Node\*[level + 1]; for (int i = 0; i <= level; ++i) {

forward[i] = nullptr;

}

}

~Node() {

delete[] forward;

}

};

Node\* head; int maxLevel;

static const int MAX\_LVL = 16; int randomLevel() {

int level = 0;

while (rand() % 2 == 0 && level < MAX\_LVL) { level++;

}

return level;

}

public:

Skiplist() {

head = new Node(-1, MAX\_LVL); maxLevel = 0;

}

bool search(int target) { Node\* current = head;

for (int i = maxLevel; i >= 0; i--) {

while (current->forward[i] != nullptr && current->forward[i]->val < target) { current = current->forward[i];

}

}

current = current->forward[0];

return current != nullptr && current->val == target;

}

void add(int num) {

Node\* update[MAX\_LVL + 1]; Node\* current = head;

for (int i = maxLevel; i >= 0; i--) {

while (current->forward[i] != nullptr && current->forward[i]->val < num) { current = current->forward[i];

}

update[i] = current;

}

current = current->forward[0];

if (current == nullptr || current->val != num) { int level = randomLevel();

if (level > maxLevel) {

for (int i = maxLevel + 1; i <= level; i++) { update[i] = head;

}

maxLevel = level;

}

Node\* newNode = new Node(num, level); for (int i = 0; i <= level; i++) {

newNode->forward[i] = update[i]->forward[i]; update[i]->forward[i] = newNode;

}

}

}

bool erase(int num) {

Node\* update[MAX\_LVL + 1]; Node\* current = head;

for (int i = maxLevel; i >= 0; i--) {

while (current->forward[i] != nullptr && current->forward[i]->val < num) { current = current->forward[i];

}

update[i] = current;

}

current = current->forward[0];

if (current != nullptr && current->val == num) { for (int i = 0; i <= maxLevel; i++) {

if (update[i]->forward[i] != current) break; update[i]->forward[i] = current->forward[i];

}

delete current;

while (maxLevel > 0 && head->forward[maxLevel] == nullptr) { maxLevel--;

}

return true;

}

return false;

}

};

int main() { Skiplist skiplist; skiplist.add(1); skiplist.add(2); skiplist.add(3);

cout << "Search 0: " << skiplist.search(0) << endl; // Output: 0 (False) skiplist.add(4);

cout << "Search 1: " << skiplist.search(1) << endl; // Output: 1 (True) cout << "Erase 0: " << skiplist.erase(0) << endl; // Output: 0 (False) cout << "Erase 1: " << skiplist.erase(1) << endl; // Output: 1 (True) cout << "Search 1: " << skiplist.search(1) << endl; // Output: 0 (False) return 0;

}

**Output –**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJEAAABvCAIAAABjIrUdAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAGF0lEQVR4nO2dLZSjPBSG735nHaaqas6eg6mqQePqMfEVuPHRqOr4cQh8DL4OjamqwVRVjcF/AmhJW0LosG1u9j5mfoA7KW9+4Z2bX3/+/AECFf+9uwDEZGzXLEwyKUX87mJYhe2aEff81h0Mk4wHXvtDXYrtrnhBkeYiFjLy2+9nKfzsAZ9kuJ3FQvIASsFavuATTx8VJpmM/Cpvip5XXsCzJLQp4A8YamdhsvGhLr+udanYbQvlhGsbVCvdUOuMhYyWpdie2KW6Vjnj6SVkvx6rR/rHTGp4zAKvLkUXIeXiI+MBi6G4xIyFjHzj1mIQ8HVoxzNvsXp8IBaSB+e20okSepUuFp/w1bXNu/roBVxGkLfX1X7UHYyF7NVjxg7rXqP2o8tFeeUFn2MVPF77UB/3VzFiFngA/jpWTgHwVhujtmIQ8IUMaVbs9hWAH8kHs7Yw2fhQ5V2lK3ZfZe0FrDkt5b2am8qyVm9MXYquARX7Y91WizZir2mlvN/MrofSQzV6p8OPJcD5VHSlzWQEeV4BLD8u16WHCkDV4WcBX8hwO0s5Y6KsW+F60oWblQfVoXdLi9N5oPzF6az+4vLJAaDYbRnj6aOIKppDesIkk3yxZ2o/CwDNx2OTpxGagK9DO2+8jGGxkJEfSbnOGU9XC68RMlLOrduvynCmHBlktfCg/j5OKvg47fjJZpvezR7wSfSadaScpbGQkb9JIN1/1wDn/GFVawTr9XKxkNFyLPzxuwZ/sQKY52YUpzMP/Ciqcrbtyqh2b+8O+DMmr6lDTU/YdHJ1KSd2HMXpPOuAnh4qUItx3/vGQkppOl03Cfg6hjSLhfp5wmTjA1T7XdHMLLyAP1itFadzbzLWrGlMSpHKsobrJBIAYvGTxWBTws/rXJYH3nXSBDB13mgQ8IUM9Y0p/0oyKfn1N70Or9hti1hIZUhrDrcLF95cWeUsXxv0jdeIvPuTVc74yDUj8SDJuBJOucHpoYp833DeaBLwhfyidzHooGfE+CDN8EGa4YM0wwdphg/SDB+kGT5IM3zYrhn5ru6xXTPiHod9V5fyz1fy2QM+haO+q6ZP/YR9OfrC9V0Bn8dR35Xgq6NguyJMssFTJvmuxgO+Did9V5DyMavH1PdnowFfiIu+KxMm+a4sw23flYbnfFdW4LDvyllc9F25jpO+KxMm+a7swk3f1TgT541W4abv6mZMbcvTX41N9F2NB3wh5LvCBz0jxgdphg/SDB+kGT5IM3yQZvggzfBBmuGDNMMHaYaP4XcxfXdGxzv/u/Exzia10jDy/sw+kXqoL+tiISOeJfCDuzx7wL+D2TvPG/QOKp0rUlOLh41cQ6VwOqmVhqfHsyEHlcZ3FQvFWrVfXA1UGiPXEI4ntdLw/BzksYNK47sKP5aKHed6ptbINYDrSa00jPSNqlVH6WVuHFSPb0txOvNg2fvej6SAmzHyoZGLB8uP0MghEiZZ00ZTiIXqK0o5e6Jb0wS0gvnnIMO+q5SzY5LxoK0HlxowYuTS4mxSKw1PzUGGGfNddQ0yTDIeBO2s7Kgxcg3ielIrDfOuqY19V8VuK8puDNQYuTQ4ntRKw7yaaX1XqpWrkbcxog4buXS4ndRKw7CHR/McpJu0D7tSL6cf1s1SblfA7VB3E+D27xkNpUrE+yumrc8MAloB+a7wQc+I8UGa4YM0wwdphg/SDB+kGT5IM3yQZvggzfBBmuEDu+/K2aRWGjD7rpq7C2Ve1lFgZ8C/AmbfldNJrTTg9V05ntRKA1rflQmYk1ppcMB3peE535XtYPdd/Yug9V39w+D1XZmAOKmVBsS+q3EwJ7XSgNh3dT9wAtzMk6atzwwCWgH5rvBBz4jxQZrhgzTDB2mGD9IMH6QZPkgzfJBm+LBdM9pn8B7bNSPuoX0GzbElFRbtM2ge72pmudvX7aXQPoP4UmHRPoMjoS5n25MKi/YZNDjZslRYtM/gJMIkk3yxZ2/1rtA+g+bYkgqL9hk0wLJUWLTPoAl2pcKifQaNTrcqFRbtM2gWsdhtIcm4Ur53TUPId4UPekaMD9IMH6QZPkgzfJBm+CDN8EGa4eN/eaarboZrKDQAAAAASUVORK5CYII=)

## All O`one Data Structure

**Sol –**

#include <iostream> #include <unordered\_map> #include <unordered\_set> #include <string>

using namespace std; class AllOne { private:

struct Node { int count;

unordered\_set<string> keys; Node\* prev;

Node\* next;

Node(int c) : count(c), prev(nullptr), next(nullptr) {}

};

unordered\_map<string, int> keyCount; unordered\_map<int, Node\*> countList; Node\* head;

Node\* tail;

void removeNode(Node\* node) { if (node->prev) {

node->prev->next = node->next;

}

if (node->next) {

node->next->prev = node->prev;

}

delete node;

}

void insertNode(Node\* node) {

if (!head || node->count < head->count) { node->next = head;

if (head) head->prev = node; head = node;

if (!tail) tail = node;

} else {

Node\* curr = head;

while (curr->next && curr->next->count < node->count) { curr = curr->next;

}

node->next = curr->next;

if (curr->next) curr->next->prev = node; curr->next = node;

node->prev = curr;

if (!node->next) tail = node;

}

}

public:

AllOne() {

head = nullptr; tail = nullptr;

}

void inc(string key) {

int count = keyCount[key]++; if (count > 0) {

Node\* oldNode = countList[count]; oldNode->keys.erase(key);

if (oldNode->keys.empty()) { removeNode(oldNode); countList.erase(count);

}

}

int newCount = count + 1;

Node\* newNode = countList[newCount]; if (!newNode) {

newNode = new Node(newCount); countList[newCount] = newNode; insertNode(newNode);

}

newNode->keys.insert(key);

}

void dec(string key) {

int count = keyCount[key]--; Node\* oldNode = countList[count]; oldNode->keys.erase(key);

if (oldNode->keys.empty()) { removeNode(oldNode); countList.erase(count);

}

if (count > 1) {

int newCount = count - 1;

Node\* newNode = countList[newCount]; if (!newNode) {

newNode = new Node(newCount); countList[newCount] = newNode; insertNode(newNode);

}

newNode->keys.insert(key);

}

}

string getMaxKey() {

return tail ? \*tail->keys.begin() : "";

}

string getMinKey() {

return head ? \*head->keys.begin() : "";

}

};

int main() { AllOne allOne;

allOne.inc("hello"); allOne.inc("hello");

cout << allOne.getMaxKey() << endl; cout << allOne.getMinKey() << endl; allOne.inc("leet");

cout << allOne.getMaxKey() << endl; cout << allOne.getMinKey() << endl; allOne.dec("hello");

cout << allOne.getMaxKey() << endl; cout << allOne.getMinKey() << endl; allOne.dec("hello");

cout << allOne.getMaxKey() << endl; cout << allOne.getMinKey() << endl; return 0;

}

**Output –**
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# Find Minimum Time to Finish All Jobs

**Sol –**

#include <iostream> #include <algorithm> using namespace std;

bool assignJob(int jobs[], int n, int k, int workers[], int index, int maxTime) { if (index == n) {

return true;

}

for (int i = 0; i < k; i++) {

if (workers[i] + jobs[index] <= maxTime) {

workers[i] += jobs[index];

if (assignJob(jobs, n, k, workers, index + 1, maxTime)) { return true;

}

workers[i] -= jobs[index];

}

if (workers[i] == 0) { break;

}

}

return false;

}

bool canAssignJobs(int jobs[], int n, int k, int maxTime) { int workers[k] = {0};

return assignJob(jobs, n, k, workers, 0, maxTime);

}

int minimumTimeRequired(int jobs[], int n, int k) { int left = \*max\_element(jobs, jobs + n);

int right = 0;

for (int i = 0; i < n; i++) { right += jobs[i];

}

while (left < right) {

int mid = (left + right) / 2;

if (canAssignJobs(jobs, n, k, mid)) { right = mid;

} else {

left = mid + 1;

}

}

return left;

}

int main() { int n, k;

cout << "Enter the number of jobs: "; cin >> n;

int jobs[n];

cout << "Enter the job times:\n"; for (int i = 0; i < n; i++) {

cin >> jobs[i];

}

cout << "Enter the number of workers: "; cin >> k;

cout << "Minimum possible maximum working time: " << minimumTimeRequired(jobs, n, k) << endl;

return 0;

}

**Output –**
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## Minimum Number of People to Teach Sol –

#include <iostream> #include <unordered\_set> #include <unordered\_map> #include <queue>

#include <climits> using namespace std;

const int MAX\_USERS = 500; class SocialNetwork {

public:

SocialNetwork(int n, int m, int languages[][MAX\_USERS], int friendships[][2], int f\_len) { this->n = n;

this->m = m;

for (int i = 0; i < m; ++i) {

for (int j = 0; languages[i][j] != -1; ++j) { this->languages[i].insert(languages[i][j]);

}

}

for (int i = 0; i < f\_len; ++i) { int u = friendships[i][0] - 1; int v = friendships[i][1] - 1; adj[u].insert(v);

adj[v].insert(u);

}

}

int minTeach() {

int min\_teach = 0;

bool visited[MAX\_USERS] = {false}; for (int i = 0; i < m; i++) {

if (!visited[i]) { unordered\_set<int> component; bfs(i, visited, component);

bool canCommunicate = false;

unordered\_set<int> commonLangs = languages[\*component.begin()];

for (auto it = ++component.begin(); it != component.end(); ++it) { unordered\_set<int> langs = languages[\*it];

unordered\_set<int> intersection; for (int lang : commonLangs) {

if (langs.find(lang) != langs.end()) { intersection.insert(lang);

}

}

commonLangs = intersection;

if (commonLangs.empty()) {

break;

}

}

if (!commonLangs.empty()) { continue;

} else {

int minTeachUsers = INT\_MAX; unordered\_map<int, int> languageCount;

for (auto it = component.begin(); it != component.end(); ++it) { for (int lang : languages[\*it]) {

languageCount[lang]++;

}

}

for (auto& entry : languageCount) { int count = entry.second;

minTeachUsers = min(minTeachUsers, (int)component.size() - count);

}

min\_teach += minTeachUsers;

}

}

}

return min\_teach;

}

private:

int n, m;

unordered\_set<int> languages[MAX\_USERS]; unordered\_map<int, unordered\_set<int>> adj;

void bfs(int start, bool visited[], unordered\_set<int>& component) { queue<int> q;

visited[start] = true; q.push(start); component.insert(start); while (!q.empty()) {

int user = q.front();

q.pop();

for (auto& friendUser : adj[user]) { if (!visited[friendUser]) {

visited[friendUser] = true; q.push(friendUser); component.insert(friendUser);

}

}

}

}

};

int main() { int n = 3; int m = 4;

int languages[4][MAX\_USERS] = {{2, -1}, {1, 3, -1}, {1, 2, -1}, {3, -1}};

int friendships[4][2] = {{1, 2}, {1, 3}, {2, 3}, {3, 4}};

SocialNetwork network(n, m, languages, friendships, 4); cout << network.minTeach() << endl;

return 0;

}

**Output –**
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# Count Ways to Make Array With Product

**Sol –**

#include <iostream> #include <cmath> #include <map>

#define MOD 1000000007

#define MAX 10001 using namespace std;

long long fact[MAX], invFact[MAX];

long long modInverse(long long a, long long m) { long long res = 1;

long long exp = m - 2; while (exp) {

if (exp % 2) res = (res \* a) % m; a = (a \* a) % m;

exp /= 2;

}

return res;

}

void precomputeFactorials() { fact[0] = 1;

for (int i = 1; i < MAX; ++i) { fact[i] = (fact[i - 1] \* i) % MOD;

}

invFact[MAX - 1] = modInverse(fact[MAX - 1], MOD); for (int i = MAX - 2; i >= 0; --i) {

invFact[i] = (invFact[i + 1] \* (i + 1)) % MOD;

}

}

long long nCr(long long n, long long r) { if (r > n) return 0;

return (fact[n] \* invFact[r] % MOD) \* invFact[n - r] % MOD;

}

map<int, int> primeFactorization(int k) { map<int, int> factors;

for (int i = 2; i <= sqrt(k); ++i) { while (k % i == 0) {

factors[i]++; k /= i;

}

}

if (k > 1) factors[k]++; return factors;

}

long long ways(int n, int k) {

if (k == 1) return 1;

map<int, int> factors = primeFactorization(k); long long result = 1;

for (auto& factor : factors) { int p = factor.first;

int e = factor.second;

result = (result \* nCr(e + n - 1, n - 1)) % MOD;

}

return result;

}

int main() { precomputeFactorials();

int queries[3][2] = {{2, 6}, {5, 1}, {73, 660}};

for (int i = 0; i < 3; i++) { int n = queries[i][0]; int k = queries[i][1];

cout << ways(n, k) << endl;

}

return 0;

}

**Output –**

**![](data:image/png;base64,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)**

## Maximum Twin Sum of a Linked List Sol –

#include <iostream> using namespace std; struct ListNode {

int val; ListNode \*next;

ListNode(int x) : val(x), next(nullptr) {}

};

class Solution { public:

int pairSum(ListNode\* head) { ListNode\* slow = head; ListNode\* fast = head;

int n = 0;

while (fast != nullptr) { n++;

fast = fast->next;

}

ListNode\* firstHalf = head; ListNode\* secondHalf = head; for (int i = 0; i < n / 2; ++i) {

secondHalf = secondHalf->next;

}

ListNode\* prev = nullptr; ListNode\* curr = secondHalf; while (curr != nullptr) {

ListNode\* nextNode = curr->next; curr->next = prev;

prev = curr;

curr = nextNode;

}

secondHalf = prev; int maxTwinSum = 0;

ListNode\* first = firstHalf; ListNode\* second = secondHalf;

while (first != nullptr && second != nullptr) { int twinSum = first->val + second->val;

maxTwinSum = max(maxTwinSum, twinSum); first = first->next;

second = second->next;

}

return maxTwinSum;

}

};

ListNode\* createLinkedList(int arr[], int size) { ListNode\* head = nullptr;

ListNode\* tail = nullptr;

for (int i = 0; i < size; ++i) {

ListNode\* newNode = new ListNode(arr[i]); if (!head) {

head = newNode; tail = head;

} else {

tail->next = newNode; tail = newNode;

}

}

return head;

}

int main() { Solution solution; int n;

cout << "Enter the number of nodes in the linked list: "; cin >> n;

int arr[n];

cout << "Enter the values of the linked list nodes: "; for (int i = 0; i < n; ++i) {

cin >> arr[i];

}

ListNode\* head = createLinkedList(arr, n); int result = solution.pairSum(head);

cout << "The maximum twin sum is: " << result << endl; return 0;

}

## Output –
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1. **Insert Greatest Common Divisors in Linked List Sol –**

#include <iostream> using namespace std; struct ListNode {

int val; ListNode\* next;

ListNode(int x) : val(x), next(nullptr) {}

};

class Solution { public:

int gcd(int a, int b) { while (b != 0) {

int temp = b; b = a % b;

a = temp;

}

return a;

}

ListNode\* insertGreatestCommonDivisors(ListNode\* head) { if (!head || !head->next) return head;

ListNode\* current = head;

while (current && current->next) {

int gcdValue = gcd(current->val, current->next->val); ListNode\* newNode = new ListNode(gcdValue); newNode->next = current->next;

current->next = newNode; current = current->next->next;

}

return head;

}

};

ListNode\* createLinkedList(int arr[], int size) { ListNode\* head = nullptr;

ListNode\* tail = nullptr;

for (int i = 0; i < size; ++i) {

ListNode\* newNode = new ListNode(arr[i]); if (!head) {

head = newNode; tail = head;

} else {

tail->next = newNode; tail = newNode;

}

}

return head;

}

void printLinkedList(ListNode\* head) { while (head) {

cout << head->val;

if (head->next) cout << " -> "; head = head->next;

}

cout << endl;

}

int main() { Solution solution; int n;

cout << "Enter the number of elements in the linked list: "; cin >> n;

int\* arr = new int[n];

cout << "Enter the elements of the linked list: "; for (int i = 0; i < n; ++i) {

cin >> arr[i];

}

ListNode\* head = createLinkedList(arr, n); cout << "Original List: "; printLinkedList(head);

head = solution.insertGreatestCommonDivisors(head); cout << "Modified List: ";

printLinkedList(head); delete[] arr;

return 0;

}

**Output –**
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